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Chapter 1

Introduction

1.1 Motivation

The adjective lean is defined in the Oxford Dictionary of English (3 ed.) as “(Of an industry or company) efficient and with no wastage” (Stevenson, 2010). However, the example given in the definition goes on to say: “staff were pruned, ostensibly to produce a leaner and fitter organization”, which gives lean an unfair focus on personnel reduction. Lean is an ideology focused on cutting waste, but what constitutes waste may come as a surprise to many. Lean thinking permeates the whole organization and is much more complex than simply reducing staff.

The lean ideology was developed at Toyota to meet the demands on the Japanese car market (Holweg, 2007). The Japanese market for cars was much smaller than the American market and could as such not handle the large batch sizes that were the norm for American factories. Lean advocated a value chain based thinking to produce the needed items just in time, minimizing inventory and other costly activities. This meant Toyota could fulfill the market with minimal resources.

Traditionally technological advancement has had the biggest impact on manufacturing. However, a new service based model is quickly gaining popularity (Vargo and Lusch, 2004). This changes the traditional value chain, where the value was created by the item itself. The service based model states that value is created through the use of the item. This means that technological advancement in services are becoming immensely important. The term for the model where value is created through goods is called goods dominant logic and the model where value is created through the rendering of services is called service dominant logic (Vargo and Lusch, 2008). This idea is by no means new, and was discussed as “servitization” in 1988 (Van-
dermerwe and Rada, 1988). Models of co-creation have also been proposed and studied from the perspective of the social sciences (Edvardsson and Ols-
son, 1996). A new field of study called service science has been proposed to study the poorly understood service innovation that is taking place (Maglio and Spohrer, 2008).

Some companies have gone as far as providing, what they call, experience centric services (Zomerdijk and Voss, 2010). According to the article these services aim to have several touchpoints with their customers, where customers come into contact with the provider organization in some way. This builds loyalty and a relationship between the customer and service provider. These touchpoints form a customer journey.

Uber, the world’s largest taxi company, owns no vehicles. Face-
book, the world’s most popular media owner, creates no content. Al-
ibaba, the most valuable retailer, has no inventory. And Airbnb, the world’s largest accommodation provider, owns no real estate. Som-
ething interesting is happening. - Tom Goodwin (Goodwin, 2015)

It could be argued that what is happening is the digitalization of tradi-
tional businesses. Companies are under extreme pressure to adapt or disap-
pear. Cloud based infrastructure provides small companies with the ability to scale their services on a level never seen before while big companies struggle with large IT departments and heavy processes.

Lean is a way for companies to adapt a value chain based thinking in order to optimize their whole business, cut waste, and enable faster reacting to upcoming competitors. Manufacturing is, however, not like digital service creation. In the digital space there is no concept of manufactured items. What lean needs to enable is service creation.

1.2 Research problem and questions

Lean principles are becoming more common in the software industry. This can be seen as companies developing products are using practices borrowed from lean manufacturing. The products are not as tangible as in manufactur-
ing, so the focus of lean has to shift from the production line to the software development processes.

The companies that have implemented lean software development and who have been studied are software development organizations building their own products. This is quite natural, as lean needs to spread through the
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Question | Literature review | Empirical study
--- | --- | ---
RQ1 | x | 
RQ2 | x | x
RQ3 | | x

Table 1.1: Research questions and their respective sections

organization in order to be effective. If one controls the organization and product this should be easier to achieve.

Organizations that are not focused on software development often buy software development services from software vendors. It is possible that lean software development could bring just as much value, if not more, to the organization, but this has not been studied.

The research problem is thus defined as follows:

*How can a software vendor utilize lean principles to develop digital services for their customers?*

To investigate this problem three research questions have been set up in table 1.1.

What are the established lean software development principles? (RQ1)

How can a software vendor utilize lean software development principles in their work? (RQ2)

What are the benefits and challenges of lean software development projects? (RQ3)

Both existing literature and an empirical study is used to answer these questions. The answer to RQ1 is based on the literature review chapter. The answer to RQ2 is based on the literature review chapter as well as the empirical study. The answer to RQ3 is based on the empirical study. The research questions and their corresponding chapters are summarized in Table 1.1.

1.3 Scope of the thesis

This section presents the scope of the thesis.
The scope of the literature review is existing literature on lean software development principles and lean software development projects. The review compares these to find similarities and differences. Articles and books were chosen based on relevance and prominence in search results. Although the material is not guaranteed to represent all of the available knowledge, the coverage can be regarded as sufficient for this analysis.

The scope of the empirical study is one software vendor using lean software development as well as parts of one of their customer organizations where lean projects were executed. The focus on the customer organization is on the projects done together with the lean software vendor and the whole of the organization is not in the scope of this research.

1.4 Structure of the thesis

This section presents the structure of the thesis.

Chapter 1 is the introduction of the thesis. The first section of the chapter presents the motivation for the thesis. The second section defines the research problem and research questions. The third section presents the scope of the thesis. The fourth and final section goes through the structure of the thesis.

Chapter 2 is the literature review. The first section presents lean principles found in the current literature. These are summarized in Section 2.3. The second section presents four case studies of lean software development done in different companies. The third section is a summary of the chapter.

Chapter 3 describes the methods used in the thesis. The first sections present the method used for the literature review. The second chapter presents the methodological solution and motivation for this method. The third section presents the data collection methods. The fourth section goes through the participants of the study. The fifth section describes the process of analysis. The sixth and final section evaluates the method that was used.

Chapter 4 presents the results of the empirical study. The first section describes how the software vendor utilizes lean software development methods. In this section the focus is on the software vendor and their ways of working. The second section presents the benefits and challenges of lean software development projects as described by the employees of the vendor and two customer representatives.

Chapter 5 discusses the results and their wider implications. The most important results are reiterated and discussed. The results are also compared to the previous case studies found in literature and criticized where
appropriate.

Chapter 6 presents the conclusions of this thesis and suggestions for further research.
Chapter 2

Literature review

This chapter presents some of the existing literature on lean software development. The chapter also presents some existing literature on past lean software development projects. The case studies are compared to the general principles of lean software development and to each other. Existing principles present in literature are summarized and analyzed in Section 2.1.9. Existing case studies are summarized and compared in Section 2.2.5.

2.1 Lean software development principles

One book in particular has been the foundation of many lean initiatives of various kinds. This is the work by Poppendieck & Poppendieck in “Lean Software Development: An Agile Toolkit” (Poppendieck and Poppendieck, 2003). In this book the authors motivate why lean works in software development and translate some of the common aspects of lean manufacturing into the language of software development. They also present seven principles of lean software development. These are adaptations and expansions of the principles developed for lean manufacturing.

2.1.1 Eliminate waste

Eliminate waste is a fundamental principle of lean. Waste in this context is understood as anything that does not produce value to the customer. This may seem like a clear definition, but once one starts measuring what is actually producing value and what is not the results may be surprising. In manufacturing inventory is considered to be waste. Ideally products should move from one stage to the next immediately. In software engineering one equivalent of inventory is unfinished features (Poppendieck and Poppendieck,
Table 2.1: The seven wastes of software development as defined by Poppendieck & Poppendieck

<table>
<thead>
<tr>
<th>Waste</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Partially done work</td>
<td>Unfinished features and other code not in production</td>
</tr>
<tr>
<td>Extra processes</td>
<td>Processes that do not serve to add value</td>
</tr>
<tr>
<td>Extra features</td>
<td>Features that end users do not need or want</td>
</tr>
<tr>
<td>Task switching</td>
<td>Overhead that comes from context switching between tasks</td>
</tr>
<tr>
<td>Waiting</td>
<td>Waiting for others</td>
</tr>
<tr>
<td>Motion</td>
<td>Moving something from where it is produced to where it is needed.</td>
</tr>
<tr>
<td>Defect</td>
<td>Defects cause work to be repeated</td>
</tr>
</tbody>
</table>

Knowledge about how to deliver value more efficiently is, however, not waste (Poppendieck and Cusumano, 2012). Activities that actually lead to more knowledge about the process need to be identified and separated from those that do not add knowledge. Eliminate waste is also the only principle that was not later modified by Poppendieck & Cusumano (Poppendieck and Cusumano, 2012).

One of the main reasons why inventory is considered waste is that inventory may contain defects that have not yet been discovered (Poppendieck and Poppendieck, 2003). These defects, the book points out, become much more expensive to fix later in the process. Defects are discovered much faster in the next steps of the process when batch sizes are small and inventory is minimal. In software engineering inventory often manifests as features waiting for testing or other forms of approval. Inventory in the form of features stuck at some crucial point in the system may also be blocking other, more important features.

Learning to see waste can be challenging when unfamiliar with the concept. For this reason Poppendieck & Poppendieck have gathered together a list of the seven wastes of software development. This list is based on the seven wastes of manufacturing by Shigeo Shingo (Poppendieck and Poppendieck, 2003). This list is presented in Table 2.1.

Eliminate waste is one principle that is present in all of the case studies presented in this paper (Middleton, 2001)(Middleton and Joyce, 2012)(Middleton et al., 2005)(Rodriguez et al., 2014). This seems to indicate that this is indeed considered to be the most important principle of lean.

### 2.1.2 Decide as late as possible

Deciding as late as possible is about keeping several options available until the last responsible moment to make a decision (Poppendieck and Poppendieck,
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2003). The reason, according to Poppendieck & Poppendieck, is that there will be changes, so the right thing to do is prepare to be able to handle change. This reflects the same thinking as agile: “Responding to change over following a plan” (Fowler and Highsmith, 2001).

Lean principles recognize that it has hard to understand a problem perfectly the first time and plan accordingly (Poppendieck and Poppendieck, 2003). Keeping several options available while learning about the problem and trying different approaches increases the chance of having a working solution when a decision has to be made writes Poppendieck & Poppendieck.

The book also points out that deciding as late as possible is not about avoiding decisions until it is too late (Poppendieck and Poppendieck, 2003). It states that a decision should be made at the last responsible moment. Of course, it may not be easy to know exactly when that moment is, but it is still better than not deciding or locking oneself to one solution that turns out to be the wrong one.

This chapter of the book also mentions several practices that are generally considered good development practices (Poppendieck and Poppendieck, 2003). Separation of concerns, interfaces, and modules are mentioned as some examples of practices that enable deciding as late as possible. All of the examples mentioned in the book are ones that could be considered universal good practices for software development. It follows, that lean does not conflict with agile, or indeed any other development methodology, but rather encourages good praxis.

Empowerment is also mentioned as a way of deciding as late as possible (Poppendieck and Poppendieck, 2003). In this context empowerment is about teaching the people working on a project how to make decisions. The idea is that the people working on the project are the ones who know the needs of the project and can make the best decisions about how to proceed. By allowing the team to make the decision it is possible to avoid overhead and get the best possible information available. There is no need for management to get involved, which frees up management resources for other tasks.

2.1.3 Amplify learning

Amplify learning is the second principle presented in the book, and focuses on quality and learning (Poppendieck and Poppendieck, 2003). This principle was later redefined by Poppendieck as “learn constantly” (Poppendieck, 2010). The principle of learning is crucial in lean, as the whole process is based on the aforementioned concept of removing waste. For this to be successful waste needs to be identified and this skill has to be learned. The book presents several tools to help facilitate learning.
Many of the tools presented are familiar from the world of agile software development. Feedback is a natural and effective part of learning. For this to be an effective tool in practice there needs to be a feedback cycle and effort to gather feedback. The book also mentions that software projects are often ill structured problems where a mentality of trying something first then fixing it works better than a predetermined plan (Poppendieck and Poppendieck, 2003). This ties closely to the build-measure-learn cycle proposed by Ries (Ries, 2011). Another way of looking at it is seeing the software context as a chaotic system where a clear solution can not be elicited through requirements engineering, but instead has to be found through trial and error.

The authors also mention iterations, a concept central to agile development. (Poppendieck and Poppendieck, 2003) Iterations are cycles of development where after a specified time the status is reviewed and tasks and objectives are either refined or considered done. Iterations enable learning as knowledge about the process and project is refined each iteration.

A couple of tools mentioned that are probably not as well known to those familiar with agile methodologies are synchronization and set-based development (Poppendieck and Poppendieck, 2003). The authors write that set-based development explores multiple options simultaneously before committing to one solution. Synchronization is closely related to continuous integration, where software is continuously released with only minor changes instead of in large batched of changes.

The concept of deciding as late as possible that is mentioned in the original book by Poppendieck & Poppendieck (Poppendieck and Poppendieck, 2003) is not present in the later revision of the principles presented by Poppendieck & Cosumano (Poppendieck and Cusumano, 2012). The principle is, however, included in the “learn constantly” principle. Deciding as late as possible is done to learn as much as possible before making a decision, so including it in the learning principle makes sense.

### 2.1.4 Deliver as fast as possible

Delivering as fast as possible is a lean practice as well as an agile one. In lean the idea is that when you deliver fast you get feedback fast and can react to the feedback (Poppendieck and Poppendieck, 2003). The principle is mentioned in a later article as “Deliver fast” (Poppendieck and Cusumano, 2012).

To deliver fast Poppendieck & Poppendieck suggest a few tools to use (Poppendieck and Poppendieck, 2003). The first, and perhaps most fundamental, tool to deliver fast in lean is to limit work in progress (WIP). By settings hard boundaries on the amount of work in the system at any given
point the system is encouraged to seek out bottlenecks and resolve them. Reducing WIP also leads to concrete time savings in the form of reduced switching times and the drop in utilization that these cause. On a practical level having a WIP limit shows as a limited amount of tasks per person with a “Doing” status.

Delivering fast means a software project can not be equated with an item to be manufactured (Poppendieck and Cusumano, 2012). Instead, the small, incremental pieces delivered should be the items and the focus should be set on optimizing the flow to deliver these small updates.

The pull system works in such a way that work is not pushed to the next stage, but instead each stage pulls work from the previous stage (Poppendieck and Poppendieck, 2003). This system is used to make sure no part of the process becomes overworked. It also helps people feel empowered, as they know their tasks and can work independently by choosing their tasks from the list of work available from the previous stage.

Queuing theory is another factor in flow thinking and it fits with the idea of lean and delivering fast (Poppendieck and Poppendieck, 2003). The theory is concerned with cycle time, the time it takes from an entity to entering the process to the time it exits. This time needs to be short in order to be able to deliver fast, and for it to be short there can be little queues and variability in the system, as the authors point out.

Poppendieck & Poppendieck also point out that sometimes it is enough to calculate how much time a new tool will save compared to the cost of acquiring the tool (Poppendieck and Poppendieck, 2003). This is because delivering fast might have an impact on how valuable the delivered product is. For example, being first to market might allow you to ask for a premium price that would make the tool worth the cost despite initially unfavorable conditions.

2.1.5 Empower the team

Empowering the team is about motivating the team to do great work. If the team feels they have a purpose and are able to work towards it they can be more productive compared to being told what to do. Access to the customer is mentioned as a positive factor for both motivating and empowering the team (Poppendieck and Poppendieck, 2003). This concept of empowering the team is closely related to the concept of self organizing teams that agile promotes. The self organized team moves towards a common goal and organizes themselves in the best way to achieve that goal (Cockburn and Highsmith, 2001).

The lean approach promoted by Poppendieck & Poppendieck mentions
the “master developer” as a tool to be used to empower the team (Poppendieck and Poppendieck, 2003). They define the concept as that of an experienced developer who keeps the overall picture in mind. This approach stems from the concept of the master engineer at Toyota (Poppendieck and Poppendieck, 2003), but is not commonly used as a concept in agile. It may be that the concept of self-organizing teams and scrum masters have eclipsed the master developer.

As businesses become more dependent on IT and it becomes a part of their core business the concept of IT-departments should also change (Poppendieck and Cusumano, 2012). The authors agree that software development can no longer be seen as a separate entity that can be isolated in some IT-department. To engage everyone and optimize the whole software development will most likely involve other functions besides software development.

2.1.6 Build integrity in

The concept of integrity is in this context understood as quality. The principle was later expressed as “build quality in” (Poppendieck and Cusumano, 2012). Software quality seems like the preferred phrasing these days and if integrity is considered the same as quality a lot of similarities with the lean and agile approaches emerge.

The authors mention model driven design as a tool to achieve integrity (Poppendieck and Poppendieck, 2003). They describe it as a method where a model is construction on which all development is based. This model is understandable by both the customer and the development team. This concept is very close to the agile approach of acceptance testing. Where the customer is asked to test the product in order to validate that a feature was implemented as intended.

Another tactic to achieve integrity presented by Poppendieck & Poppendieck is to use proven components (Poppendieck and Poppendieck, 2003). One possible way to achieve this in daily development would be to use open source components that have been used elsewhere and are battle tested, so to speak.

Refactoring and testing are also mentioned as tools to build in quality (Poppendieck and Poppendieck, 2003). Both are widely accepted good practices and should be a rule rather than an exception in any software project.

The main takeaway from the lean concept of building integrity in, as presented by Poppendieck & Poppendieck, is that they tools they present and advocate for are not that different from the tools used today in software development to achieve good quality. Lean software development advocates for sound engineering principles.
2.1.7 See the whole

See the whole emphasizes the lean concept of flow and optimizing the whole process rather than individual steps (Poppendieck and Poppendieck, 2003). In a later article, Mary Poppendieck talks about “Optimize the whole”, a slight modification to the principle (Poppendieck and Cusumano, 2012) the idea however, remains the same.

Local optimizations are mentioned as one specific problem that may seem like added value, but are in fact adding waste to the overall process (Poppendieck and Poppendieck, 2003). One solution also presented by the authors is to use aggregate data. By using data that is not tied to a specific measurable entity, the focus stays on the overall picture.

The authors also point out that it is often hard to see the real cause of a problem. To overcome this they suggest the method of the five whys (Poppendieck and Poppendieck, 2003). Ask “Why?” five times, and you are more likely to find the root cause of a problem and not only the symptoms.

The whole may also be extended outside ones own organization. Including vendors and suppliers in the overall pictures results in possibilities to extend the lean methods further than ones own organization and claim the benefits (Poppendieck and Poppendieck, 2003). This may of course be difficult, and the book goes through several forms of contracts with their pros and cons. The foundational idea in this relationship is trust. When suppliers, vendors and customers can trust each other waste is minimized and value is maximized.

2.1.8 Keep getting better

A new principle, not presented in the book by Poppendieck & Poppendieck, but presented in a later article is “Keep Getting Better” (Poppendieck and Cusumano, 2012). Even when every systems seems to be running well the system is very likely completed and could still be improved. The idea behind this principle is to always look for opportunities to be better. Every systems should be inspected using the scientific method and improved whenever possible, which the authors point out.

Getting better is more than just keeping weekly meetings to brainstorm about what could be done next (Rother, 2009). It should ingrain the whole organization on a deeper level. This may be why Toyota has allowed it’s methods to be studied in such details. It is not the practices that matter, but the deeper principles behind them.
Table 2.2: Lean software development principles

<table>
<thead>
<tr>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Eliminate waste</td>
<td>Eliminate waste</td>
</tr>
<tr>
<td>Amplify learning</td>
<td>Learn constantly</td>
</tr>
<tr>
<td>Deliver as fast as possible</td>
<td>Deliver fast</td>
</tr>
<tr>
<td>Build integrity in</td>
<td>Build quality in</td>
</tr>
<tr>
<td>See the whole</td>
<td>Optimize the whole</td>
</tr>
<tr>
<td>Empower the team</td>
<td></td>
</tr>
<tr>
<td>Decide as late as possible</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Engage everyone</td>
</tr>
<tr>
<td></td>
<td>Keep getting better</td>
</tr>
</tbody>
</table>

2.1.9 Summary of lean principles in literature

The most established lean principles found in this sample of sources are presented in-depth in section 2.1 and listed in Table 2.1.9. The principles have been proposed by Poppendieck & Poppendieck in 2003 (Poppendieck and Poppendieck, 2003), but the idea of using lean for software predates these explicit principles (Raman, 1998). This study is not comprehensive enough to make the claim that these principles are established in the industry overall, but they do provide a good starting point.

The principles have evolved since their conception. Some of the principles have not changed at all or only slightly, while others seem to have completely morphed into new principles. Figure 2.1.9 shows the original principles from 2003 and a subjective comparison with the principles from 2012. The following paragraphs will analyze the principles and how they have changed between 2003 and 2012.

Eliminating waste is still as valid in 2012 as it was in 2003. It seems that the principle had not undergone any major changes or refinements, which would suggest the principle is valid.

Learning plays a vital role in lean. Formulated in 2003 as “Amplify learning” and 2012 as “Learn constantly” learning has remained a central part of lean software development. The principle is all about generating knowledge to improve the product by trying different variations and having short feedback cycles. This idea has remained unchanged and speaks for the validity of this principle.

Delivering fast is still valid. The name has changed only nominally from
“Deliver as fast as possible” to “Deliver fast”. The excuse of “as possible” from 2003 has disappeared as the industry has shown that the tools for delivering fast are available and in use.

Integrity is the same as quality. In the “Build integrity in” principle, the only thing that has changed is the word integrity. The industry has moved to using the word quality, but the idea is still the same. In 2012, the article summarizing the principles focused on continuous integration, while the book from 2003 presents a number of tools for building in integrity.

See the whole and optimize it. “Optimize the whole” as the principle is called in the 2012 article reflects the content of the chapter “See the whole” of the 2003 book. This indicates that the principle has changed very little, if at all. The name has simply been updated to better reflect the idea.

Empowering the team does not have a clear match. Empowering the team is one of two principles presented in 2003 that do not have clear equivalents in the 2012 list. The reason for this is not clear. Some of the other principles cover areas that were included in “Empower the team”, which indicates that there is no need for a separate category. Expertise, as presented under this principle, could just as well be covered by “Keep getting better” and “Motivation” fits under the “Engage everyone” principle.

Decide as late as possible is also without equivalent. The second principle from 2003 to not have a clear equivalent in the list from 2012 is the “Decide as late as possible” principle. This principle focuses on being open to change as long as possible. There is no clear way of nesting this under one of the other categories. The principles of “Optimizing the whole” or “Build quality in” could incorporate the ideas from this principle, but are not a perfect match.

Engage everyone is a new principle. The principle of “Engage everyone” was not included in the 2003 book, but is present in the list from 2012. The principle is closely related to optimizing the whole, but focuses more on the people. This focus also makes it related to empowering the team.

Keep getting better is the other new principle. This principle matches the lean principle of constant improvement. It is a difficult part of lean, but an essential pillar of it. It is surprising that it was not more prominently featured in the original seven principles and quite natural that it is on the 2012 list. It ties together with “Learn constantly”, but has a more abstract meaning and applies to the ways of working, rather than the product being worked on.

All of the principles presented in this section are established in the current literature to some degree. In the next section case studies and their focus will be presented, which will give some indication of which of these principles are the ones most studied and used.
Short cycles are both lean and agile. Agile uses short iterations, or cycles (Highsmith, 2002) (Williams and Cockburn, 2003) in order to constantly refine what the team is working on. Feedback is gathered early and often to elicit the right requirements (Paetsch et al., 2003). This is the same mentality as lean. There needs to be constant feedback in order to learn what works and what does not.

A multidisciplinary team can also be lean. Agile promotes using self-organizing, multidisciplinary teams in order to achieve a good user experience (Sohaib and Khan, 2010). While this practice has been made known by agile, it matches the lean principles as well. Poppendieck & Cusumano especially point out that as the value stream spans the whole organization, people with different backgrounds will inevitably be involved and will all contribute to the value of the product (Poppendieck and Cusumano, 2012).

Working software provides feedback. The idea of “working software over comprehensive documentation” is know from the agile manifesto (Fowler and Highsmith, 2001), but this does in fact reflect the lean ideology as well. Lean emphasizes reducing waste and constant learning. Comprehensive documentation is waste if the product is not useful for the end users. Proving the idea with working software creates value.

The term “leagile” in software development stems from 1999 and was before that used in supply chain strategy (Wang et al., 2012). The meta study of lean and agile practices found that the terms are sometimes used interchangeably, and at the very least, have many of the same core concepts.

### 2.2 Past case studies

This section presents four case studies of companies adopting lean software development principles. The first company, Timberline Inc. is a software development company and their lean transformation was focused on the tempo of development. The second organization is BBC World, where the internal software development unit adopted lean principles. The third company is Elektrobit a provider of wireless embedded systems based in Finland. And the fourth organization is a large software company where a controlled experiment was set up to evaluate lean software development.

#### 2.2.1 Timberline Inc.

The case study of Timberline Inc. appears to be one of the first case studies done on lean software development methods (Middleton et al., 2005). In this
study the authors study how a traditional software development company used lean principles in order to streamline work and cut waste. The authors were also interested in how companies involved in both manufacturing and software could match the already implemented lean processes of manufacturing to software development. At this time software development was not generally thought of as lean or iterative, but it was clear that software was becoming a larger part of manufactured products.

The focus of this lean transformation was the concept of **takt**, the tempo of development (Middleton et al., 2005). The development team was forced to switch between tasks as too much work was being pushed into the system, causing the amount of work in progress to increase. Incomplete code as well as time spend on switching tasks are sources of waste in lean software development. This switching back and forth, also called thrashing, was mitigated by splitting projects into smaller pieces called ‘kits’. Smaller units of work and a WIP limit effectively causes the system to flow more smoothly according to the study. This concept of smaller batch sizes is essential for any iterative process as well as the fast feedback cycle used in lean.

Timberline also used the concept of a daily stand-up meeting familiar from agile as well as moved team members around to form co-located teams (Middleton et al., 2005). This was mentioned to cause some dissatisfaction in the well established organization, but the challenges were overcome. This concept of co-located teams is a core concept of agile for the same reasons it is important in lean software development. Having a short as possible feedback cycle is crucial to catch defects as soon as possible, before they become costly.

The existing processes in the organization caused problems for the movement of people to those areas of the production flow that needed more resources (Middleton et al., 2005). The reason for this was stated to be simple legacy and history. Once these outdated processes were identified they could be improved easily. These habits and old processes may often persist only because there is no radical change in the environment. Adopting lean processes with an open mind will, at the very least, allow the organization to take a critical look at the existing processes.

The study also points out the importance of creating a **learning organization** by gathering information and using it to improve the process (Middleton et al., 2005). The study does not go into detail as to how this was accomplished. The test used for how well information was displayed was that a person unfamiliar with the work could walk into the project area and see the current state.

**Self-managing teams** were also a result of gathering data and using it for decision making (Middleton et al., 2005). The positive results mentioned
in the study were reduced management costs but another aspect of a self-managing team is likely to be empowerment. The motivation of the team may very well rise considerably when they feel empowered to make their own decisions. Empowerment is also one of the seven principles presented by Poppendieck & Poppendieck (Poppendieck and Poppendieck, 2003).

The clear conclusion of the study was that lean techniques do transfer into software development (Middleton et al., 2005). Extreme examples of improved processes included one in which only 1.4% of steps added value before the move to lean. After implementing lean the time to fix defects during the development cycle dropped 65%-80%, among other improvements. Customer satisfaction was also observed to be “overwhelmingly positive” and was speculated to be because of iterative development.

This study points out that the move to lean has to be a company wide effort (Middleton et al., 2005). This is tightly related to the concept of optimizing the whole. The value added by it can only be limited to part of the organization at best if the whole organization is not on board with the lean transformation.

2.2.2 BBC Worldwide

This study followed the introduction of lean practices in a nine person team working for the BBC Worldwide organization (Middleton and Joyce, 2012). The team worked on various tasks for customers inside the BBC and included management, development and testing roles.

The study focused a fair bit on lead time (Middleton and Joyce, 2012). That is, the time from a customer request to the time the requested entity is delivered. Variance in lead time was something that was to be reduced, as low variance makes for a more stable and predictable process. By reducing variance and decreasing the size of units of work, the team was able to reduce cycle times and achieve a greater number of small deliverables. This type of increase in number and decrease in size can enable faster iterations and allows a team to build the right thing more quickly. This concept is tightly related to the principle of optimizing the whole, where you optimize the whole value chain in order to maximize throughput.

Building in short iterations also reduces risk, as there is less unfinished code waiting (Middleton and Joyce, 2012). This reduces both the risk of building the wrong thing as well as the risk of bugs in the code. The study noted a practical example of this by stating that customers were able to evaluate a “...tangible product rather than just progress reports”. The data also indicated that there were fewer bugs in the code and these bugs were fixed faster. Fewer bugs is of course a good example of the build quality
in principle.

A familiar practice from agile, the daily stand-up, was used by the team (Middleton and Joyce, 2012). The daily stand-up is a meeting where the team goes through what they have done, what they will do and if there is anything blocking them, all while standing up. The meeting is meant to be a quick and efficient way of getting the team on the same page. However, the study points out that the stand-up focuses on the tasks and data and not as much on the people which, according to the study, is the custom in agile. This could be a misunderstanding of the ideas of agile by the authors of the study. Both the agile and lean ways of conducting stand-ups focus on knowledge sharing in order to facilitate a smoother development process. Badly implemented ways of doing this may of course affect either implementation and begin to focus more on assigning blame and measuring people, which is usually seen as unhealthy.

The study also pointed out that the stand-ups were not meant for team members to give reports of their work. The most efficient way to conduct the stand-ups was for each team-member to highlight problems they had encountered so these could be addressed and the flow would not be interrupted. This is also the idea behind the agile stand-ups, but it can be misunderstood.

Performing these daily stand-up meetings in front of the Kanban boards used by the team served a special purpose (Middleton and Joyce, 2012). By analyzing the placements of the tasks on the board it was easy to visually see bottlenecks which interrupted the flow of development. Eliminating these bottlenecks would then be one way for blocked team members to do meaningful work while not breaking their WIP limit, as specified by the lean principles. This indicates an awareness of the optimize the whole principle.

The type of work the team performed did not change, but the way they handled the requested pieces did. The team focused on splitting requests into small pieces with, what they called, Minimal Marketable Features (Middleton and Joyce, 2012). This idea is closely related to the Minimum Viable Product idea presented by Eric Ries (Ries, 2011). Both are in essence the same approach of delivering maximal value to the customer with minimum effort in order to then learn and adapt.

The study also pointed out that lean practices are not an alternative or replacement of professional software engineering practices (Middleton and Joyce, 2012). This supports the idea that lean is a set of principles, rather than practices. Challenges related to the new, lean, process was, according to the study, often due to constraints with the existing organization and their ways of working compared to the team using lean. The study listed this as a reason why lean is more about a cultural shift than it is about implementing
certain practices.

### 2.2.3 Elektrobit

Elektrobit is a Finnish provider of wireless embedded systems (Rodriguez et al., 2014). The case study was conducted in 2010 and the organization had used agile practices since 2007. The case study followed how some key performance indicators (KPI) changed as the organization started using lean practices.

The study was particularly focused on how lean and agile practices can be combined in software development (Rodriguez et al., 2014). The authors focused on elements that characterize the combination of lean and agile. They were also interested in what challenges the combination presents, as well as which elements of the combination were easy to implement. As agile has only appeared to increase in popularity in the software development business this study is a good reference on how lean and agile can be combined in order to produce software. The hardware related business also presents some unique challenges compared to purely software based models of lean and agile.

The study found that the move to lean had indeed influenced practices of the company (Rodriguez et al., 2014). Discussions with employees revealed that the lean principles had expanded concepts like reducing waste to be considered throughout the organization. In comparison, previous practices had left these responsibilities largely on the product owner alone. However, the change from agile to lean was described as “an incremental improvement in which Agile is not abandoned when Lean is adopted.” This is quite natural, as agile practices focus more on the software development work whereas lean takes a more holistic approach to the whole value chain.

When the subject was speed and flexibility the discussions with the subjects of the study focused on the importance of short lead-times and the ability to cope with change (Rodriguez et al., 2014). These are important questions business-wise, as maneuvering fast and responding to change can be the deciding factor in a fast paced environment like software development. Responding to change is one of the things both agile and lean aim to enable in order to cope with chaotic systems.

Eliminating waste was seen as an aspect specifically related to lean principles that had not been incorporated in the earlier, agile, practices (Rodriguez et al., 2014). Tightly related to that, seeing the whole also brought a more holistic approach to the company compared to the agile mindset before the change. When discussing specific practices, minimizing work-in-progress (WIP) was found to be easy to motivate and understand as a way to reduce waste. This becomes clear when one thinks of unfinished code as being
the software equivalent of inventory with possible bugs and unnecessary or unwanted features.

Elektrobit’s ways of working also enabled them to have short feedback cycles (Rodriguez et al., 2014). This is a critical component for the ability to adapt and respond to change quickly. They also handled uncertainty by continuous learning. Estimations were small but accurate, which is the typical way for agile estimations to work. Another aspect that related to both agile and lean was that participants in the study pointed out that delaying decision making should not affect the release of the software. This borrows from agile as it does not allow the schedule to be delayed, but recognizes that lean principles call for delaying a decision until it has to be made in order to keep all options open.

Lean principles emphasize “perfection” or “learn constantly”, at Elektrobit they found that Kanban provided an added value as a process because of its ability to visualize queues and enable finding the root cause of problems (Rodriguez et al., 2014). Agile also focuses on continuous improvement, so the change towards lean was likely a natural evolution towards organizational learning from the more team focused approach of agile.

Learning was enabled by organizational transparency (Rodriguez et al., 2014). This was the most stressed element of the discussions with the participants of the study. Transparency enabled knowledge sharing and enabled visibility on all organizational layers and in all directions.

Finally, participants chose to mention the people factor of software development (Rodriguez et al., 2014). This is very much related to agile, but has its place in lean principles as well in the form of “engage everyone” as presented by (Poppendieck and Poppendieck, 2003).

The study presents some challenges that Elektrobit encountered regarding lean principles (Rodriguez et al., 2014). Flexibility of the whole value stream was a challenge. Teams also perceived that they were unable remove waste even though they had identified it due to complex project set-ups. Long feedback loops were still an issue due to challenges in involving management and third parties into the development process. These challenges are familiar from traditional lean manufacturing and agile software development, which could mean that lean software development was not a silver bullet in this case, even if it did improve the overall situation.

2.2.4 Information Systems Department

In “Lean Software Development: Two Case Studies” author Peter Middleton sets out to study whether lean principles can be applied to software development (Middleton, 2001). This study appears to be one of the first studies that
tackles this question and predates the work of Poppendieck & Poppendieck which was published in 2003.

The study presents the foundation of lean principles and how they might be applied to software development (Middleton, 2001). The most important result, however, is the experiment conducted by Middleton to study the effects of applying lean methods on a traditional software process. In this experiment, two small teams in a large organization were selected to try lean practices in their daily work.

The traditional process was first streamlined somewhat to enable the introduction of lean principles (Middleton, 2001). Once the new process was stable, lean principles were introduced. The implementation focused most on aiming to reduce waste by stopping the process once a defect was found. This initially slowed down both teams, as team members were not allowed to work on other tasks while the issue was resolved. This was done to limit their WIP. Once the teams learned to see defects and address them more quickly overall progress improved compared to the traditional process.

Although the study is very limited, focusing on two small teams for a short period of time, it is able to highlight some of the most prominent organizational challenges. In this particular organization the hierarchical structure of the teams introduced friction in reporting issues, which is an essential part of lean (Middleton, 2001). The hierarchy also fostered a culture where people needed to take jobs they had little aptitude for in order to advance in their careers. One manager also felt that they were securing their job by not sharing information. This could have been a result of the organizations less than ideal policies on learning, which were mentioned as a challenge for the application of lean. Finally, some aspects of the lean process were hindered by third parties inside the organization who were unable to deliver the required quality.

An overall conclusion of the problems uncovered in the study was that problems were often a result of organizational challenges, and the issues with quality were, in fact, the symptom of deeper problems. Finally, the study also concluded that “no inherent reason has been found to suggest that lean techniques cannot be used in software process” (Middleton, 2001). This might have influenced others to try to replicate these results in larger studies.

**2.2.5 Summary of case studies**

The case studies in Section 2.2 all have their own areas of focus, but some areas are clearly the focus of most studies. Table 2.3 shows a summary of lean principles and the amount of focus they receive in each case study. The table shows that learning has a strong focus in all the case studies. Quality
CHAPTER 2. LITERATURE REVIEW

<table>
<thead>
<tr>
<th>Company</th>
<th>Software area</th>
</tr>
</thead>
<tbody>
<tr>
<td>Timberline Inc. (2.2.1)</td>
<td>Construction industry</td>
</tr>
<tr>
<td>BBC Worldwide (2.2.2)</td>
<td>Media</td>
</tr>
<tr>
<td>Elektrobit (2.2.3)</td>
<td>Wireless embedded systems</td>
</tr>
<tr>
<td>“Two Case Studies”</td>
<td>Unknown</td>
</tr>
</tbody>
</table>

Table 2.4: Types of software by the case study companies

has at least some focus in all of the studies. Empowerment, optimizing the
whole and eliminating waste have a strong focus in three out of four case
studies, but no focus in one. Interestingly, there is no single case study that
ignores these three principles, the focus is quite spread out among the case
studies.

The concept of optimizing the whole was also mentioned as Flow. This
corresponds to the original lean model more than the lean software develop-
ment principle. In this case they can be grouped together under the same
general topic.

One aspect of the case studies that should be mentioned is that the “Two
Case Studies” (2.2.4) study is very small compared to the other case studies.
The focus on this study is therefore not as spread out as some of the others.
Some of the principals would also have been hard to measure in this small
scale study.

Organizational resistance and challenges related to the existing organiza-
tion was mentioned in all of the studies as having a negative impact on lean
principles.

Finally, the companies studied have one aspect in common: all the com-
panies are software companies focusing on their own product. The technology
and business context should, as such, be familiar to the teams working on
the products.
2.3 Literature summary

Lean software development principles from various sources have been studied and presented. Some authors have presented more academic frameworks (Poppendieck and Cusumano, 2012; Poppendieck and Poppendieck, 2003) while others have focused on case studies (Middleton, 2001; Middleton and Joyce, 2012; Middleton et al., 2005; Rodriguez et al., 2014). There is, as such, no definitive list of lean software development principles. Based on the principles presented in Section 2.1 and Section 2.2 a summarised list of the principles found in literature has been composed in Table 2.3.

Table 2.3 is not a complete list of all software development principles that could be considered lean, but encompasses the most predominant ones. In Chapter 4 the principles used at a lean software development consultancy company will be presented. The next chapter will present the methods used to gather those results.
Table 2.5: Lean software development principles from literature

<table>
<thead>
<tr>
<th>Principle</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Eliminate waste</td>
<td>The foundation of lean. All other principles are based on this notion of eliminating anything that does not produce value.</td>
</tr>
<tr>
<td>Learn constantly</td>
<td>In order to eliminate waste there is a need to constantly learn and adapt. Learning applies both to the product and ways of working.</td>
</tr>
<tr>
<td>Deliver fast</td>
<td>Delivering fast is essential for learning as the feedback loop needs to be small enough to make a difference in the process.</td>
</tr>
<tr>
<td>Build quality in</td>
<td>By reducing quality errors you reduce waste as there is less need to fix issues. A broken product is waste.</td>
</tr>
<tr>
<td>Optimize the whole</td>
<td>By optimizing the whole you reduce wait times and inventory, both of which is considered to be waste.</td>
</tr>
<tr>
<td>Empower the team</td>
<td>Empowering the team allows those who are familiar with the product make the decisions to avoid unnecessary overhead and thus waste. It also motivates the team.</td>
</tr>
<tr>
<td>Decide as late as possible</td>
<td>Deciding as late as possible gives time to learn and make decisions based on new information. This reduces the change of producing unusable work.</td>
</tr>
<tr>
<td>Engage everyone</td>
<td>Engaging everyone is closely related to both optimizing the whole and empowering the team. It enables everyone to work for a common goal.</td>
</tr>
<tr>
<td>Keep getting better</td>
<td>This is very closely related to the learning constantly principle. Apply what you learn in order to always keep getting better.</td>
</tr>
</tbody>
</table>
Chapter 3

Research methods

This chapter presents the methods used to gather and analyze the data of this study. First, the method for gathering literature is described. Second, the research problem is reiterated and the motivation for the used methods are presented as well as described in short. Third, the way data was collected through interviews is presented. Fourth, the participants and their backgrounds are disclosed. Fifth, the process of analysis using grounded theory is explained. Finally, the methods are critically analyzed and their validity and credibility are evaluated.

3.1 Literature review

This section presents the methods used to gather material for the literature review.

Google Scholar was the primary source for material on lean and lean software development. Searching the numerous databases in Google Scholar with the keywords mentioned in Figure 3.1. Once some suitable primary articles had been found these could be used to find related articles. By utilizing the related articles feature on Google Scholar more related articles could be found. The sources of known articles also led to other articles on the subject and especially to heavily cited articles that provide the foundation for many other articles. Searching for articles written by the authors of known articles also led to other articles that dealt with the subject. Conferences and journals that included some known articles also proved to include other similar articles and were a good source of material.
3.2 Methodological solution

The research problem defined in Section 1.2 aims to understand the lean software development process. Choosing a method that focuses on understanding a phenomenon is preferable, as there is limited data about the research area. The most straightforward way of understanding the underlying culture of lean in this context is by interviews. A proven method is needed to analyze the data from the interviews. Grouping by themes found in literature, such as the principles presented in Chapter 2, is one option. Another option is to analyze the data as such, without preconceived notions of the results. Grounded theory (GT) is well suited for this purpose. Furthermore, grounded theory can be done iteratively using both top to bottom and bottom up approaches.

Grounded theory was first presented by Glaser and Strauss in 1967 (Glaser and Strauss, 1967). Their field was sociology and the aim of grounded theory was to enable qualitative researchers to formulate theories based on scientific methodology which would be relevant in that field. The method was aimed at sociologists, but the authors recognized that the theory could be useful for any domain looking to understand social phenomena using qualitative data.

As the name suggests, grounded theory is grounded in the data (Glaser and Strauss, 1967). This means that when using grounded theory one starts by gathering data and analyzing it. This is different from the traditional approach in science where you first form a hypothesis and then verify or disprove the hypothesis by empirical study. This roundabout way of forming a theory has led some to calling the hypothesis formed by grounded theory as “reverse engineered” (Lazar et al., 2010).

Various forms of empirical data can serve as the starting point for grounded theory research (Lazar et al., 2010). In this research the source material is interviews, but GT can also be used with ethnography, observation, and case studies among others.

The GT method is performed in four steps (Lazar et al., 2010). The
first step is coding. This is where the researchers identify phenomenon in the
source material and gives them names or codes. In GT coding is done as open
coding. This refers to the fact that the coding is done with an open mind,
letting the concepts emerge from the source material and not from outside
influences. The second step is developing concepts. This is where codes
that describe similar phenomenon are grouped together to form concepts. In
the third step, categories are grouped together to form categories. Finally,
a theory is formed based on the causal connections between concepts and
categories.

Qualitative research differs from quantitative research in non-trivial ways
(Golafshani, 2003). It seeks to understand a phenomenon in a certain con-
text and does not place as much emphasis on repeatability as quantitative
research. This does not make qualitative research less valid, but it does make
it different.

3.3 Data collection

The empirical study was conducted as a series of interviews. Five interviews
were conducted, each lasting between 50 and 65 minutes.

The interviews were conducted as semi-structured interviews. Two sets
of questions were prepared, one set for Futurice employees and one for cus-
tomer employees. The Futurice employee questions were modified slightly to
better suit the expertise of the participant. The questions may be found in
Appendix A. During the interviews participants were encouraged to answer
with their own interpretations. Follow up questions were also asked based
on the direction of the answers the participants gave.

The questions were prepared based on the lean principles presented in
Chapter 2. Subjects were asked about previous experiences with software
projects and with lean methods. The questions explored project based work
as well as organizational culture. Questions were also left intentionally up for
interpretation in order to map the subject’s own interpretations and avoid
unnecessary bias by the interviewer.

3.4 Participants

The participants were from Futurice (3 participants) and Futurice’s customer
organizations (2 participants).

Participants were asked to sign a letter of informed consent before the
interview. They were also told that they may end the interview at any
time and choose not to respond to any and all questions. Furthermore, the participants had the right ask for any disclosed information to be removed from the final interview notes.

The interviews were recorded in audio format and detailed written notes were done based on the recordings. The interviewer agreed to archive the recordings responsibly and not share the recordings with any third party. The letter of informed consent can be studied in Appendix B.

After each interview the subjects were asked for feedback regarding the interview. This feedback allowed the interviewer to refine the questions between interviews. There were also some good statements about the subject that were mentioned during this free-form part of the interview and were included in the final transcription of the interview.

3.5 Process of analysis

The interviews were analyzed in two rounds. The first round was a bottom up approach, following the traditional grounded theory ideology as closely as possible. The second round was a top down approach where the research questions were used as a basis for analysis.

Coding of the interviews was done using the Atlas.ti software. In the first round the transcribed notes from the interviews were imported into the software and codified manually. The process consisted of reading through the notes and highlighting interesting concepts and quotes while assigning these their own codes. The end result was 607 different codes, although many of these were almost identical and many were different ways of expressing the same idea. The challenge was to remember the exact codes used for a specific phenomenon from one article to the other. Fortunately the software suggested codes based on the typed characters which made the coding more consistent throughout.

Categorization can also be done with the ATLAS.ti software. The codes were grouped together based on similarity. Several codes could easily be grouped together under the same concept, but there were unique codes as well. The categorization naturally focused on the codes that appeared most often in the interviews. Figure 3.2 shows the ATLAS.ti view of the different codes (on the right) as well as groups of codes (on the left). These were used as basis for categorization.

In the end post-it notes was the way to go. Once the codes had been grouped by similarity and theme it the underlying concepts started to emerge. The ATLAS.ti software has a feature that allows users to make networks of concepts. The initial idea was to use this feature to build the concepts and
connections between them, but the software was, in the end, not as natural as post-it notes on a board. Groups of codes were written down and grouped together, then concepts around these were written down on post-it notes. These were then grouped according to their respective research questions. Figure 3.3 shows the process of categorization on the boards using post-it notes.

In the end some clear concepts did emerge from the first round of analysis. The brainstorming and physical activity of grouping the post-its proved to be a good way of looking at the concepts from a different angle.

The second round of analysis was a top down approach. In this round the literature and research questions were used to guide the analysis. The challenge with this was to keep the observations grounded in the data and not allow the prior knowledge taint the results of the analysis while still searching for links between the literature and the empirical results.

In the second round of analysis the transcripts of the interviews were again used as basis for the analysis together with the codes from the first round. During the second round the codes were linked with concepts from the relevant literature where appropriate instead of grouping together all codes into separate categories.

This iterative way of analysis proved to be a good way of gaining a more thorough and multidimensional view of the data. Although the dataset was
Figure 3.3: Post-it notes on a “whiteboard” in the process of being categorized.
quite small some insight could be distinguished from the data.

3.6 Method evaluation

The preconceptions and background of the author were recognized and taken into account during the analysis process and special care was taken to analyze the data sensitively. However, it can still be assumed that the analysis is not entirely objective, as the researcher always affects the process.

Subjects were asked for clarifying questions and viewpoints when they seemed to veer too far off course. Clarifications about statements were asked to confirm the assumed meaning of answers which could have been interpreted by the subjects as “the right answer” and thus confirmed. The subjects were, however, informed repeatedly that there were no wrong answers and as such they could feel safe answering any way they wished.

The credibility of this study is sound but the low number of subjects and organizations studied makes the findings of the study specific and not generalizable. However, the results of the study serve as a good baseline for further research. The analysis of this study is valid for a specific set and can be used as a base for further study.

The interviews were conducted in one round. Ideally GT is done iteratively so that once one round of interviews has been analyzed the theory can be confirmed or refined by a second round of interviews. This study lacked the resources to conduct several iterations of interviews, which has to be taken into account when assessing the validity of the data.

Themes from the existing literature were clearly present in the answers of the subject. Some of the questions were specifically formulated to seek out answers related to the existing literature, but even those that were not supported the principals present in the existing literature. Existing literature supports the findings of the study.
Chapter 4

Results

This chapter presents the findings of the empirical study. An analysis of the interviews is compared to the existing lean software development principles found in literature.

4.1 Utilizing lean principles

This section presents how a software vendor can utilize lean software development principles. The main focus of the section is on the empirical study conducted at a specific software vendor (Futurice Oy). The lean software development principles in use at the vendor are presented, analyzed and compared to the principles present in existing literature.

4.1.1 Lean principles at Futurice

Eliminating waste is associated with lean. All of the subjects at the software vendor and at the customer mentioned eliminating waste when asked what they associated with lean. This indicates that this principle is among the more widely known aspects of lean software development. One subject at the vendor mentioned that their daily work varied a lot, but they were always evaluating whether what they were doing was producing value.

The concept of seven wastes by Poppendieck & Poppendieck presented in Chapter 2 can be used to categorize the wastes recognized at Futurice. Out of the seven wastes extra processes and extra features were spoken of in the interviews, as well as waiting for others. These seems to be forms of waste that were found and recognized as waste. Defects were also mentioned in the interviews, but partially done work, motion and task switching were not explicitly mentioned as sources of waste. No specific processes were
mentioned that would be examples of cutting waste, but instead individuals and their impact were emphasized.

Feedback and validation eliminates waste. Asking for feedback and validating what is being built were aspects of eliminating waste that were mentioned in the interviews. Practical examples of avoiding waste was expressed by one subject in the form of avoiding unnecessary meetings and documentation by being close to the customer.

There needs to be some freedom for innovations. Subject F2 said that a part of their daily work was less efficient and optimized time in order to spur innovation. This is one aspect where lean is applied not by optimizing a certain task, but by trying to optimize the whole in new and innovative ways.

“[Lean] is doing things that have value and doing them with minimal movement.”

Engineering laziness is a practical example of lean. The concept of “engineering laziness” was proposed by F2. The example they gave was that engineers are inherently lazy and want to eliminate any unnecessary work. This would make engineers good at adopting the lean principles and explain why lean can be adopted and appreciated in engineering domains.

Recruitment is crucial to eliminate waste at the vendor. Both F1 and F2 agree that people at Futurice are the main driving force behind eliminating waste. The recruitment process seeks out people who pro-actively seek out and eliminate waste. This makes the recruitment process extremely important, but it also makes the process of eliminating waste somewhat hidden. There is no clear company wide program or process for eliminating waste, it is just part of everyday work life.

F2: “Constant learning is probably required for our existence.”

Constant improvement is ingrained in the culture. Subjects F1, F2 and F3 all expressed that they felt that more could be done when discussing good practices at Futurice. This opinion was expressed several times during the interviews by all subjects at Futurice. One practical example of what could be done better came from F1, who said that more could be done to show where and how waste has been eliminated. Another example of practices that enable constant improvement was expressed by F2 as regular retrospectives and reviews in daily activities. The opinion that there is always room for improvement shows a value shared by all subjects and which corresponds with the lean principles.
Measuring is needed for improvement. When asked what more could be done to eliminate waste F3 responded with simply: “measure”. This reflects the opinions on measuring of F1 and F2 as well. In order to improve there has to be a way of knowing whether any improvement is happening. Measuring and especially validation were discussed by F1 as essential parts of lean work. Furthermore, F2 pointed out the need to validate ideas fast in order to minimize wasted effort put into work based on invalid assumptions.

The build-measure-learn cycle shown in Figure 4.1 is presented in the book “The Lean Startup” (Ries, 2011). The author, Eric Ries, advocates for a way of validating a startup using lean principles. The ideas from this book has been combined with agile and design thinking to form the basis for Futurice’s “Lean Service Creation”. It is easy to see why measuring plays such a big part in the interviews with Futurice employees. The build-measure-lean cycle presents it as a way of validating whether your product solves a problem for your users.

At Futurice Build-Measure-Learn is used to develop new services. Subject F2 saw the build-measure-learn cycle as something that has been around, in some form, for a very long time and nothing new in that sense. The BMS-cycle is an iterative process, meaning it promotes splitting the work into iterations and refining the work as the process goes along. In F2’s opinion
Futurice has borrowed from this and other good practices and created a lean way of developing digital services. Subject F1 also points out that in the center of the build-measure-learn cycle is the user’s and customer’s needs.

**Delivering fast** is seen as an agile practice. The lean principle of delivering fast was not discussed separately in any interview at the vendor. Rather, it is seen as a tool for learning and validation. Subject F3 says that they try to get feedback as early as possible, and for that they need something to deliver.

F3: “Usually after one week we have something to show the customer”

One problem mentioned by F2 and F3 regarding delivering fast was that the customer might not be available to give feedback on the deliverable. In that case delivering fast does not produce value since there is no learning to be gained from the customer.

Delivering fast can be seen as being linked to the constant improvement principle. To be able to constantly improve there is a need for constant and feedback, which in turn requires the pace of delivery to be fast.

**Building quality in** is important for the vendor, but is is not seen as a part of lean, but rather as a more general good practice. One important aspect mentioned by F2 is that the people take ownership of their projects and thus produce quality. In fact, one challenge mentioned by F2 is that the concept of quality might be different for the customer and the vendor. This could be, for example, from political reasons inside the organization according to F2.

F3 mentions practices like continuous integration and refactoring as “Obvious things to do” when discussing learning during the project. These are practices that directly relate to the quality of the project. F3 also says that these initiatives always comes from the vendor team in their experience.

Building quality in also ties together with the Defect-waste presented in Table 2.1. This shows that the Eliminate waste principle ties together with building quality in.

**Optimize the whole** is a more unknown principle. The idea of optimizing the whole organization is quite important in the Lean Service Creation concept developed at Futurice, but it is less known on its own.

The LSC model works on the new service creation level, and as F1 points out: “it should affect the whole customer organization.”. However, there is no structured way for project teams to optimize the whole. The project teams do try to affect the customer, but it appears that the challenge is reaching wide enough inside the customer organization. F2 points out that
the worst improvement suggestion is the one that is never made, and trying to understand the customer’s processes is always important.

**Empowerment** is important at the vendor. The central rule at Futurice is called “3x2” and is stated by subject F2 as being a central part of their daily work: “...always thinking 3x2, is there value?” The rule, pictured in Figure 4.2) is a guideline for making decisions and states that people, customer and numbers now and in the future should be considered. Subjects F1, F2, and F3 all state that autonomy is an important part of the type of work performed at Futurice. The management system at Futurice enables this kind of empowerment, as stated by F1. The 3x2 rule seems to be an important part of employees having freedom and responsibility while still playing by the same rules.

![Figure 4.2: Futurice model of 3x2 (Used with permission)](image)

**Decide as late as possible** is a quite unknown principle. The principle was not discussed in interviews at the vendor or customer. Iterations was much more in the focus of the work at the vendor and their customer.

It may be that this principle is baked in to the concept of constant validation, learning and iterations. Further study is needed to investigate whether this is the case or if the principle simply is not as applicable to software development as it is to manufacturing.

**Engaging everyone** is an interesting principle for a software vendor. According to F1 the LSC model of solving a common problem should steer the project towards engaging everyone. F3 mentions internal discussion platforms as tools for engaging, but says more could be done on this front.
## Results

### Principle | Description
--- | ---
Eliminate waste | Most known and applied principle in use at Futurice. The principle is applied in daily activities by using it to guide decisions in a pragmatic way.
Constant improvement | The principle seems to be of the culture and a driver behind the mentality that there is always improvements to be done.
Deliver fast | This is at the core of the business, but is seen more as an agile practice, although it definitely is lean.
Build quality in | Quality is seen as a good practice and is highly emphasized, though not specifically as a lean practice.
Optimize the whole | This principle is seen less in the daily development, but is highly emphasized in the digital strategy consulting.
Empower the team | Empowerment and trust are core values at the company, but are not commonly associated with lean.
Decide as late as possible | This principle is not used as a lean principle, although some of the aspects of it are part of development.
Engage everyone | Engagement is not a core part of lean principles at the company, but is seen as an important aspect of the work.

Table 4.1: Summary of lean principles used at Futurice

There is potential for improvement in this regard. Subject C1 from the vendor’s customer pointed out the benefits of working with motivated people, so this aspect is successful in some regards and could be utilized more.

### 4.1.2 Summary

In summary, the most known and explicitly used principles at Futurice are eliminate waste and constant learning. These principles are also the ones most closely associated with lean software development. Empowerment is a big part of the culture at Futurice, but it is not seen as directly related to lean software development.

The activities described by the subjects at Futurice are not always clearly a part of just one lean principle. This could be indicates that the principles are related and some principles may be linked to each other. It could also be a result of the less structured way Futurice has adopted lean. The principles have not been applied with a certain list of lean software development principles. As F1 said in their interview: “First we build Futurice, then we found out about this thing called lean.”
Futurice clearly implements some of the lean software development principles presented in Chapter 2. A summary of the principles and their usage is presented in Table 4.1.2. In the next section the benefits and challenges of implementing these lean principles will be presented.

4.2 Benefits and challenges of lean software development projects

This section presents the benefits and challenges of lean software development projects. These findings are the results of interviews with Futurice employees and Futurice customers.

4.2.1 Benefits

Lean software development can be used to pinpoint problems in existing processes. Subject C1 was asked how lean has affected projects they responded by saying that it has put a lot of pressure on existing IT-support functions. This indicates that the current IT-support model is not well suited for the lean model. This is valuable information for the company since the first step of eliminating waste is to identify it.

Lean software development promotes optimizing the whole organization. Subject F1 points out that if a new service is created for their business it should affect the whole organization: “...it should affect absolutely everything in that client organization”. F1 says that, in the end, digital services end up integrating into all activities. This allows the organization to focus on creating value.

Cross domain knowledge, which is a valuable resource, is promoted by lean software development. Respondents from both Futurice and their customers feel that Futurice can provide value by utilizing knowledge gained from one domain in another domain. F1 said they felt Futurice may in-fact provide more value compared to a customer’s internal project team because of this cross domain knowledge, which was not possible before. By constantly learning and reflecting on their own work, Futurice can build on previous knowledge from various domains and combine seemingly separate pieces of knowledge.

The lean approach to constant learning and improvement supports the vendor employees in learning about a domain that is not their core expertise. Both F2 and C2 see domain knowledge as valuable and something that could be utilized more. C2 saw domain knowledge as a way for Futurice
to bring a stronger package to the customer and way to utilize practices across customers. F2 said the Futurice has a lot of domain knowledge and has a genuine interest in learning about the customer’s organization.

Domain knowledge is gathered in various ways. F2 said that domain knowledge is gathered in various ways, among them being close to the business environment and constantly asking questions. F1 also states that asking “why?” repeatedly is important. Furthermore, F1 lists finding people who do know, following money flows, having an open dialogue and showing that you don’t know as ways of accumulating domain knowledge. The answers given by the subjects indicate that a genuine interest in the customer domain is essential. There are several practical ways of gathering the information once you have the right mindset.

Lean software development projects teach customers about lean principles. C1 expressed that they had learned considerably about lean from Futurice. C2 also said that the lean project they were a part of had confirmed their opinion of how projects should be done, and spoke of concepts such as constant feedback and short cycles. Although these are not terms used as much in lean literature, the concepts match the lean ideology. Furthermore, C2 said they had learned how to get to the working solution.

Lean software development can motivate people to learn. C1 said that they had learned about practical tools used in lean projects as well as the lean philosophy. Furthermore, C1 said that learning is something that motivates them in their work. This matches very well with the opinion expressed by F1, who pointed out that the customers are people and want to enjoy their work and work with motivated people.

Lean projects can be an example. When asked how big organisations can be more lean F2 responded by saying: “Big organisations change through small example projects”. They expanded on that by saying it is hard for big companies to change, so change usually happens as a result of successful small example projects. They also said there are plenty of examples of this. F1 echoed this and listed two examples of organizations where Futurice first implemented small example projects, but went on to initiate a organizational change. In one case the ways of working have already, according to F1, caused a change on an organizational level.

4.2.2 Challenges

Lean software development projects may be demanding on traditional support functions like IT-support, as pointed out by subject C1. This can make these projects quite challenging to implement successfully. Where before tasks were planned well in advance and IT support was aware of future
needs, lean requires that IT functions are able to respond to rapid change and new needs for integrations across functions. Subject C2 also mentioned that IT has historically been seen as a support function and that once data is seen as a strategic element, outsourcing IT is no longer possible.

Integrating any new system into other existing systems, both IT-systems and existing business processes, may be challenging. Lean software development promotes optimizing the whole, which could easily lead to many new integrations. C1 says that the amount of problems caused by integrations into other systems was made clear by the software project they were a part of. The fact that the problems were clear in a lean project indicates that lean does not automatically solve these kinds of technical problems. C1 states that in order to move a project forward pressure is needed in the right places and this was actively done in a lean project.

Lean projects by a vendor require effort from the customer. C2 points out that utilizing an outside vendor for projects, including lean projects, is expensive and requires the buyer to be able to utilize the vendor. According to C2, the internal processes of the customer organization should not be in the way of the vendor. This could present some challenges. Furthermore, C2 mentions that a challenge of buying a project from a vendor is that knowledge is not increased inside the company.

Another challenge faced by the vendor is that the quality required by the customer may not be what the vendor expects. Since a lean vendor is focused on building quality in and avoiding waste like bugs in their code it may be hard to accept that the customer needs to priorities other factors over quality of the deliverable. This was pointed out in the interview by subject F2. The challenge here seems to be the opposite of the customer not getting good enough quality, but rather the vendor focusing too much on quality. The solution for this, as proposed by F2, is clear communication.

F2: “Appreciating a negative result is not natural, but people in this business will learn to appreciate it.”

Validating assumptions about the user can be hard. One challenge of lean and LSC, as pointed out by F1, is that validating assumptions requires some bravery. There is the risk of learning that a solution is not the right one. F1 says that it is easier to think that the solution is the important part, not the problem. The importance of this is mirrored by F2, who says that one may go years building something blindly, without knowing if it actually works, which makes you think it does work. F2 points out that it is just as important to learn if something does not work as it is to learn if it does. Invalidating a solution or assumption can be seen as a negative result by the
Table 4.2: Summary of benefits in lean software development projects

<table>
<thead>
<tr>
<th>Benefit</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Pinpoint bottlenecks</td>
<td>Lean requires optimizing the whole and focusing efforts on eliminating wasteful activities. It can be used to pinpoint processes that do not scale and become bottlenecks for other processes.</td>
</tr>
<tr>
<td>Cross domain knowledge</td>
<td>Lean has a strong focus on constant learning and improvement. This translates to domain knowledge for the vendor that can be utilized in other projects and may be transferable to other domains.</td>
</tr>
<tr>
<td>Teach lean</td>
<td>Lean projects teach the people involved about lean and how it works in practice.</td>
</tr>
<tr>
<td>Be an example</td>
<td>Lean projects may also function as examples of the lean ideology and show the rest of the organization how and why lean works.</td>
</tr>
<tr>
<td>Learning motivates</td>
<td>Learning new ways of solving problems motivates the people involved in lean software development projects.</td>
</tr>
</tbody>
</table>

customer, but it is just as important as a positive result. That is why F2 says that customers will learn to appreciate it.

Finally, one challenge for the vendor is penetrating the customer organization. According to F1 new digital services should affect the whole organization. This, according to F1, makes it crucial to be able to affect the customer organization. At the same F1 admits that this does sometimes fall short due to other constraints.

4.2.3 Summary

There are many benefits to lean software development projects (Table 4.2), but there are some challenges as well (Table 4.3). Lean can present problems for integrating into the surrounding non-lean organization, as was the case in some existing case studies (Middleton and Joyce, 2012). Lean can also pinpoint bottleneck by existing processes and teach the lean ideology.

The biggest difference found in the interviews with subjects at the software vendor and their customer compared to the existing case studies was the concept of transferable domain knowledge. This sets the software vendor and customer relationship apart from the case studies where software was developed in-house. By constantly learning in all projects the vendor is able to amass domain knowledge from various domains and can utilize this
Table 4.3: Summary of challenges in lean software development projects

<table>
<thead>
<tr>
<th>Challenge</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Demanding on support functions</td>
<td>Lean can be very demanding on support functions, like IT-departments, that are not used to the pace and requirements of lean projects.</td>
</tr>
<tr>
<td>Integration to existing systems</td>
<td>Integrating into existing systems is challenging and is often required by lean projects that strive to optimize the whole.</td>
</tr>
<tr>
<td>Effort from the buyer</td>
<td>Lean projects require effort from the buyer to make sure there are no roadblocks that stop the lean process.</td>
</tr>
<tr>
<td>Validation of assumptions</td>
<td>Validating assumptions may be challenging to do and may result in apparent negative results which are often incorrectly seen as a failure of the process which may cast doubt on lean software development principles</td>
</tr>
</tbody>
</table>

Knowledge in other domains. This could enable the customer of the vendor to gain a competitive advantage and advance their own field.

The challenges presented by lean software development projects may not be that different from the problems faced by non-lean projects. The difference, it could be argued, is that lean amplifies all these challenges by being a faster way of working and more demanding of existing functions.
Chapter 5

Discussion

This chapter discusses the results presented in Chapter 4. Results are placed in a wider context and their implications are reviewed.

5.1 RQ1: Established lean principles in literature

Lean principles have been studied in literature in parallel with agile. The two concepts are closely related, but not identical. Where agile frameworks focus more on the practical aspects of software development, lean can be seen as a set of higher principles comparable with the core of the agile manifesto. Eliminating waste seems to be the most known and most fundamental of these principles.

The lean concept of inventory as waste translates well into software development, since waste is anything that does not produce value for the end user. This is a very strong stance and it is not easy to tell what exactly does and does not produce value. Practical examples of waste include unfinished code or code which is not useful for the end user. In software code can also end up as waste if it is blocked from reaching the end user by a bottleneck in the release process.

Even when the code reaches the end-user it may still be waste if it is not useful for the user. Feature bloat is when features are added but provide no additional value. This can happen when there is a strong focus on adding features and not on solving the users’ needs. Lean could be a way for companies developing software to embrace a way of thinking that does not encourage feature bloat, but focuses on the essentials of the software and solving the user need as efficiently as possible.
Constant learning is crucial when developing digital services. On a production line focused on producing a large quantity of standardized products the average worker did not need to continuously learn new methods. In fact, requiring workers to constantly learn new methods could conceivably have slowed them down. Lean was developed in an environment where resources were scarce and every bit of work had to go into producing value for the end user. This is very much like the competitive market of digital services today. Lean is an excellent fit into this market because it focuses on cutting all activities that do not produce value for the end user, and as such, it allows a lean company to move faster than their competitors.

Delivering fast is a core lean software development principle. The short iterations required for the lean process to gather feedback mean that a lean software development project needs to be able to deliver fast and often. If an implemented feature turns out to not produce value for the end user it needs to be cut before any more effort is put into it. The effort can then be directed towards another feature that might produce value.

In summary, eliminating waste, constant learning and delivering fast, could be argued to be the core lean principles. However, this study alone is not sufficiently broad to make that statement. Finally, there are indications that the other principles could be seen as ways of eliminating waste instead of being on the same level, but more data and analysis is required to make such claims.

5.2 RQ2: Utilizing lean principles

Eliminating waste is clearly the principle most closely associated with lean. This becomes clear in the interviews with Futurice employees as well as their customers. This principle is easy to grasp on a superficial level and is easy to agree with. The challenge is to understand the principle on a deeper level and accept the definition of waste the lean promotes.

Constant improvement is important to all of the subjects. In every interview at both Futurice and their customers the need for constant improvement was emphasized. This seems to be a lean principle that is built into the people who are part of lean projects. There were no mention of external motivation for improvement, but the subjects still emphasized constant improvement.

In order to improve you need to know your progress. Measuring was mentioned several times in the interviews with Futurice employees. The concept of measuring may seem cold and impersonal, but for engineers, the data-driven approach of measuring in order to improve may feel natural. It is also important to note that measuring does not imply measuring personal
performance, but rather the overall system. This is something that is easily misunderstood and has a negative connotation in some circles.

It is by no means certain that every individual at the organization has the same understanding of lean. The vendor promotes a mindset where individuals and teams function with high autonomy and are thus expected to analyze their own behavior. To aid in this analysis, Futurice uses a rule called 3x2 where the consequences to people, customer and numbers are considered now and in the future for the outcome of your decision. This rule is an example of lean software development in practice.

We trust our people to make the best decisions themselves. Nobody else can know better what they should be doing.
- Hanno Nevanlinna, Culture Director

There could be some risks associated with this high level of autonomy if the organization is unable to successfully recruit or train their employees to follow the lean mindset. However, trust is one of the company’s core values, and it has been successful thus far.

From the interviews conducted with Futurice employees, it is clear that lean is seen as just one formalization of good principles to follow when creating digital services. The principles that are mentioned match the lean principles, but it is clear that these principles have been accumulated through independent experiences and knowledge sharing. Not through forced doctrine.

Lean is more than a process or tool that can simply be taken off the shelf and implemented into any organization. Lean has to be adapted to the organization. This is perhaps the most important lesson to learn regarding lean. There is no amount of certificates or practices that can make a truly lean organization. There is a lean work culture present at Futurice, but there are few forced rules or processes. The people do not talk about lean, but instead of the practical forms it manifests as. For example, optimizing the whole manifests as communicating with the customer and trying to affect their ways of working to better support lean projects.

Lean can be used with both agile and waterfall. There seems to be no conflict between lean and agile or lean and waterfall according to the subjects. Lean is seen as a “higher principle” and to include “ways of working, purpose, and values”. Lean is specifically said to not be an alternative to agile or waterfall by one of the subjects.

Agile is a way of being lean. What becomes clear quite quickly in the interviews with people at Futurice is that Agile is a way of implementing lean principles. The focus of many agile processes may be in the tangible
steps and phases of the process, but the idea underlying the whole of agile is lean. By constantly refining what the team does and trying small changes instead of creating large specifications, the teams reduces waste and creates value for the end-user.

Compared to the other case studies (Middleton, 2001; Middleton and Joyce, 2012; Middleton et al., 2005; Rodriguez et al., 2014) it seems clear that Futurice has a less structured approach towards lean. A lot of emphasis is places on eliminating waste and constant improvement but less on documented practices that should be followed. Another notable exception at Futurice compared to the other case studies is that empowerment and responsibility is heavily emphasized by the culture.

5.3 RQ3: Benefits and challenges of lean software development projects

The benefits and challenges of lean software development projects done by an outside vendor are largely the same as with other lean software development projects. These benefits and challenges are often similar to the problems faced also by non-lean projects, but they may be amplified by the fast pace of lean projects.

The biggest difference between in-house lean projects and lean software development projects implemented by a software vendor like Futurice is the domain knowledge gained by the vendor. This flow of information is pictured in Figure 5.1. The domain knowledge increases the ability of the vendor to deliver value to that domain, but also enables them to share and adapt domain knowledge from other domains to their current projects.

Lean software projects are a good way to pinpoint bottlenecks by the existing processes. Because the lean principles focus on eliminating wasteful activities and optimizing the whole they reveal problems with existing processes and functions. An example of this is traditional IT support functions that are unable to keep up with the pace of development in lean software development projects.

Teaching lean principles is also a big part of lean software development projects. The people involved in lean projects learn how to utilize the benefits of lean principles in their work. Learning about lean principles also serves to motivate the people through learning new skills that are useful to solving their problems. Furthermore, lean projects also function as an example of the lean methodology for the rest of the organization and teach lean in practice on an organizational level.
Figure 5.1: The flow of information between the vendor and different business domains

The challenges of lean software development projects are mostly around how the project fits in to the existing organizational structure and the existing software systems. While putting pressure on existing processes and functions may be a good thing in the long run, it still presents a challenge for the project that needs to be overcome in order to succeed. The existing support functions may simply not be able to work at the speed the lean project requires.

Making sure the vendor is not producing waste by waiting on others requires effort from the customer. This is another challenge of lean projects. The customer needs to be able to allocate resources to making sure the lean project is able to deliver value.

Finally, one challenge of lean software development projects is that validating assumptions may be hard and may lead to findings that are discouraging. Since the lean process promotes validating assumptions in order to find what produces value, it may also lead to invalidating assumptions. This can feel negative results, but they are valid results and should be seen as a positive outcome. The process works as intended and by invalidating an assumption less waste is produced and the organization may move on to the next assumption instead of wasting resources on the invalid assumption.

The benefits and challenges presented here should be seen as a representation of one case study. Although these results are from interviews with subjects at a software vendor and their customer the sample size limits the
scope of the results. To be able to verify these findings a larger sample size would be needed from a wider range of both vendors and customer organizations.
Chapter 6

Conclusions

Lean principles translate well into software development. Lean principles should allow software vendors to gain an advantage in development speed and quality according to the existing literature. Software development companies can move towards building the right thing faster by focusing on creating value for the end user. They can also build the thing right, by focusing on quality and allowing the people who are knowledgeable about the product make the best decisions. Furthermore, they can keep doing this by constantly learning and adjusting their ways of working, never stagnating and always wanting more.

Lean software development principles have been studied in current academic literature, and there are a number of principles that can guide lean software development. These principles are based on the proven lean methodology as well as on sound software engineering practices.

Lean and agile are definitely different, but this does not mean that they are incompatible. Lean can be seen as a higher principle, whereas agile gets down to a more practical level. Eliminating waste, focusing on creating value for the user and constantly learning are lean software development principles that are core to the agile software development processes through various practices under various names.

At Futurice, lean is utilized widely though not through directly applying principles found in current literature. Eliminating waste is the most known principle and the one associated with lean. Constant learning and improvement is also a lean principle that is widely used and understood at the company. Although Futurice is lean on many levels, there is still room for improvement. As the participants from Futurice all pointed out: “We could do more.”

Lean software development principles can help a software vendor pinpoint problems in the customer organization. This happens as lean focuses on
optimizing the whole and meets resistance in the organization surrounding it. This can help the customer focus on problem areas in order to optimize their whole organization.

A lean software vendor can transfer knowledge between different business domains as they serve different customers. This means practices and principles that work in one domain may be utilized in another domain that would perhaps not have come up with this on their own. One interesting area for further study would be to see if this can be utilized more than before due to the digitalization of businesses.

This study should be considered as a starting point for a more in-depth follow up. The findings provide an interesting starting point and need to be validated with a more thorough study involving several companies. Other software vendors should be studied to see if the findings presented in this study can be applied to them. A more in-depth literature review of other industries besides the software industry could also provide valuable insight of transferable principles and practices which could be applied to software engineering.

Lean applied to a wider range of competences in software development should be studied. The participants of this study, although from different backgrounds, represent only a part of the different competences involved in digital service creation. How lean affects the work of designers, service designers, analysts and business consultants, among other competences, should be studies in more detail.

I have no doubt that lean principles will continue to be applied in other industries. Manufacturing provided the starting point of modern lean principles, but many of the underlying ideas have already been proven to be naturally transferable to the software development industry and the digital service creation industry. We might very well see it adopted in more traditional service industries.

As long as there is competition between companies lean will succeed. Even though adopting lean can be challenging, it can be done, and companies who can manage this will eventually weed out those who can not. Our resources are limited and there is simply no room for waste.
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Appendix A

Interview questions

This appendix includes the questions used to guide the semi-structured interviews.
Interview questions

Futurice 1

Time: 60-90min
Subjects: Futurice employees involved in projects

1. Basic information
   a. Age
   b. Title
   c. Experience in software
2. What is your role at Futurice?
3. How does a typical day, if there is such a thing, look like for you?
4. How fast paced would you say the work here is?
   a. Why? compared to what?
5. How long does it take for a project to start? (calendar time from go-ahead to first hour billed)
6. What are the factors that affect project startup time? (calendar time)
7. At what stage of the process do you try to get feedback from the customer? (Prototype, sketch, idea)
8. Do you feel that the customer is able to provide feedback as often as you’d like?
   a. If not, how do you deal with that? What does it affect?
9. Do you make an effort to learn how to do things better during the project?
   a. How, or why not?
10. How do you feel about these fast paced projects?
11. Are you familiar with lean software development?
12. What is lean in your opinion?
13. What is different with lean? compared to waterfall and agile
14. How does lean show in your daily work?
15. Are customers interested in lean?
   a. Why do you think that is?
   b. What about agile?
16. Are customers moving to lean methods?
   a. Why?
   b. What about agile?
17. What is lean service creation?
18. Do customers want to learn about LSC?
   a. Why?
19. Do you think lean service creation brings benefits to your work?
   a. How about the customer’s?
20. What are the biggest challenges for customers right now?
a. Does lean/LSC/agile help them deal with those?
b. How?
21. What are the biggest challenges for Futurice in customer projects?
22. How does Futurice deal with those challenges?
   a. using lean?
   b. other methods?
   c. examples?
23. As Futurice is not the expert in the customer's domain, how do projects handle the unknowns of the customer domain?
24. Do you try to influence your clients to modify their processes?
   a. Why?
   b. How?
25. Why do you think companies buy projects from Futurice?
26. What would you say is the reason companies like Futurice can be lean and agile?
27. If a part of an organization wants to be lean, but the organization is not friendly to change, how do you think lean projects could be set up anyway?
   a. Could Futurice help with this?
   b. Could Futurice do this to show it can be done?
28. Does futurice facilitate building quality in?
   a. How?
   b. What more?
29. Does Futurice facilitate constant learning?
   a. How?
   b. What more could Futurice do?
30. Does Futurice eliminate waste?
   a. How?
   b. What more could they do?
31. Does Futurice empower teams?
   a. How?
   b. What more could they do?
32. Does Futurice engage everyone?
   a. How?
   b. What more could they do?
33. Does Futurice see the whole?
   a. How?
   b. What more could they do?
34. What do you think I should have asked, but didn’t?
35. Do you have any feedback for me?
Futurice 2

Time: 60-90min
Subjects: Futurice employees with focus on culture

1. Basic information
   a. Age
   b. Title
   c. Experience in software
2. What is your role at Futurice?
3. How does a typical day, if there is such a thing, look like for you?
4. How fast paced would you say the work here is?
   a. Why?
   b. Compared to what?
5. What is lean?
6. What is different with lean?
   a. Compared to waterfall and agile
7. How does lean show in daily work?
8. Are customers interested in lean?
   a. Why do you think that is?
9. Are customers moving to lean methods?
   a. Why?
10. What is lean service creation?
11. Do customers want to learn about LSC?
    a. Why?
12. What are your goals when educating customers about lean/LSC?
    a. For them?
    b. For Futurice?
13. What are the biggest challenges for customers right now?
    a. Does lean/LSC help them deal with those?
    b. How?
14. What are the biggest challenges for Futurice in customer projects?
15. How does Futurice deal with those challenges?
    a. using lean?
    b. other methods?
    c. examples?
16. As Futurice is not the expert in the customer's domain, how do projects handle the unknowns of the customer domain?
17. Do you try to influence your clients to modify their processes?
    a. Why?
18. Why do you think companies buy projects from Futurice?
19. What would you say is the reason companies like Futurice can be lean and agile?
20. If a part of an organization wants to be lean, but the organization is not friendly to change, how do you think lean projects could be set up anyway?
   a. Could Futurice help with this?
   b. Could Futurice do this to show it can be done?
21. Does Futurice facilitate constant learning?
   a. How?
   b. What more could Futurice do?
22. Does Futurice eliminate waste?
   a. How?
   b. What more could they do?
23. Does Futurice enable teams?
   a. How?
   b. What more could they do?
24. Does Futurice engage everyone?
   a. How?
   b. What more could they do?
25. Does Futurice see the whole?
   a. How?
   b. What more could they do?
26. What do you think I should have asked, but didn’t?
27. Do you have any feedback for me?
Customer

*Time: ~60min*

*Subjects: Product owners, stakeholders in software projects*

1. Basic information
   a. Age
   b. Title
   c. Experience in the business
2. Mikä on roolisi teillä?
3. Miltä tyypillinen päivä näyttää sinulle?
4. Monessako softaprojektissa olet ollut mukana täällä?
5. Oletko ollut mukana softaprojekteissa aikaisemmin?
6. Eroaako Futuricen kanssa tehdyt projektit muista kokemuksistasi?
   a. Miten eroaa?
7. Mikä on Futuricen projekteissa erityisen hyvää?
   a. Entä huonoa tai vaikeaa?
8. Onko Futuricem kanssa tehdyt projektit muuttanut käsitystäsi softaprojekteista?
   a. Miten?
9. Miksi ostetaan projekteja ulkopuoliselta toimijalta?
10. Mikä on sinä hyvää
    a. ja mikä huonoa?
11. Mitkä ovat futun vahvudet
    a. ja mitkä ovar teidän yhtiön vahvuudet?
12. Mitä opit Futuricelta?
13. Mitä luulet että Futurice oppi teiltä?
14. Onko Futuricen tapa tehdä projekteja vaikuttanut teidän prosesseihin ja kulttuuriin?
15. Miksi näin on käynyt? Miksi ei?
16. Onko teidän yhtiön yhteistyötä voisi olla vielä parempaa?
17. Onko Lean käsitteenä tuttu?
18. Osaatko kuvata Leania omin sanoin?
19. Entä Lean Service Creation?
20. Voitko kuvata sitä omin sanoin?
21. Oletko osallistunut LSC kurssiin?
   a. Oliko se hyödyllinen
   b. Mitä opit siellä?
22. Olisitko kiinnostunut osallistumaan LSC kurssiin?
23. Miten sanoisit että lean ja lean service creation on vaikuttanut projektien tekemiseen tällä?
24. Miten teidän yhtiössä löydetään ja päätetään uusista mahdollisuuksista?
   a. Kilpailijoilta, sisäisä kilpailuja?
25. Pyrkiikö teidän yhtiö parantamaan omia prosessejaan sisäisesti ja karsimaan turhaa tekemistä?
26. Miten?
27. Onnistutaanko tässä?
28. Mitä voisi tehdä enemmän tämän suhteen?
29. Panostetaanko teidän yhtiössä kokonaisuiksien näkemiseen? Esimerkiksi projektissa, syntyykö pullonkauloja?
30. Miten pullonkauloja vältetään tai ratkaistaan?
   a. Voidaanko niitä ratkaista projektissa itsenäisesti?
31. Pyrkiikö teidän yhtiö tukemaan jatkuvaa oppimista?
32. Miten?
33. Mitä voisi tehdä enemmän?
34. Miten laatuun suhtaudutaan teidän yhtiössä? Asiakaslähtöisesti/Sisäisesti...
35. Onko ihmisillä teyllä yleensä monta asiaa hoidettavana kerrallaan?
   a. Miksi? Miksi ei?
   b. Mitä voisi tehdä jos näin on?
36. Siirtyvätkö projektit osastolta toiselle teillä?
   a. Miten se onnistuu?
37. Mikä on sellainen kysymys jonka minun olisi pitänyt kysyä mutta en kysynyt?
38. Mitä palautetta sinulla on minulle?
Appendix B

Letter of informed consent

This appendix includes the letter of informed consent signed by the participants in the study.

Helsingissä __/__ 2015

__________________________  _________________________
Haastateltavan allekirjoitus   Tutkijan allekirjoitus

__________________________  _________________________
Nimenselvennys                Nimenselvennys